Ones the juypter notebook testing is done move towards creation of data\_processing.py from src folder

Inside pathsconfig

######################## DATA PROCESSING ##########################

PROCESSED\_DIR = "artifacts/processed"

ANIMELIST\_CSV = "artifacts/raw/animelist.csv"

ANIME\_CSV = "artifacts/raw/anime.csv"

ANIMESYNOPSIS\_CSV = "artifacts/raw/anime\_with\_synopsis.csv"

X\_TRAIN\_ARRAY = os.path.join(PROCESSED\_DIR,"X\_train\_array.pkl")

X\_TEST\_ARRAY = os.path.join(PROCESSED\_DIR,"X\_test\_array.pkl")

Y\_TRAIN = os.path.join(PROCESSED\_DIR,"y\_train.pkl")

Y\_TEST = os.path.join(PROCESSED\_DIR,"y\_test.pkl")

RATING\_DF = os.path.join(PROCESSED\_DIR,"rating\_df.csv")

DF = os.path.join(PROCESSED\_DIR,"anime\_df.csv")

SYNOPSIS\_DF = os.path.join(PROCESSED\_DIR,"synopsis\_df.csv")

USER2USER\_ENCODED = "artifacts/processed/user2user\_encoded.pkl"

USER2USER\_DECODED = "artifacts/processed/user2user\_decoded.pkl"

ANIME2ANIME\_ENCODED = "artifacts/processed/anim2anime\_encoded.pkl"

ANIME2ANIME\_DECODED = "artifacts/processed/anim2anime\_decoded.pkl"

Create training pipeline code

Create folder called as pipeline inside that create a file training\_pipeline.py

from utils.common\_functions import read\_yaml

from config.paths\_config import \*

from src.data\_processing import DataProcessor

from src.model\_training import ModelTraining

if \_\_name\_\_=="\_\_main\_\_":

    data\_processor = DataProcessor(ANIMELIST\_CSV,PROCESSED\_DIR)

    data\_processor.run()

    model\_trainer = ModelTraining(PROCESSED\_DIR)

    model\_trainer.train\_model()

All the files in artificats folder needs to be pushed to another GCP Buckets, we will extract data from DVC, no need to add data ingestion in pipeline

$ python pipeline\training\_pipeline.py

Open gcp account

Create a new bucket name it (“my dvc”

Edit access give permission 🡪 add permission of service account name , and assign role, storage object viewer and admin

Now in requirements add “dvc”

In terminal

$git init

$ dvc init

Create file .gitignore -> venv, artifacts/raw/, artificates/model/,artifacts/weights/,artifacts/model\_checkpoint/MLOPS\_PROJECT\_2.egg-info

$git push origin main

$dvc add artifacts/raw 🡪 verify by going inside artifacts, raw.dvc

$dvc add artifacts/processed

Same for all

$dvc status 🡪 it should show Data and pipelines are up to date

$git add .

$git commit -m

You should see all .dvc files in github

################## Add origin of “my dvc” bucket ##############

In requirements add “dvc-gs” -> pip install -e .

Add remote origin

$ dvc remote add -d myremote <gcp bucket url> (gs://my-dvc……/) 🡪 add a back lash at last

$dvc status

$dvc push 🡪 this will push all the artifacts files into dvc bucket

Inside gcp storge it will look like 29,20,12, (hashing)

$dvc full 🡪 all files are up to date

Now delete model\_checkpoint inside artifacts and do dvc pull, it add model\_checkpoint

Create helper functions (similar users, similar annie etc.,)

Inside utils create helpers.py

import pandas as pd

import numpy as np

import joblib

from config.paths\_config import \*

############# 1. GET\_ANIME\_FRAME

def getAnimeFrame(anime,path\_df):

    df = pd.read\_csv(path\_df)

    if isinstance(anime,int):

        return df[df.anime\_id == anime]

    if isinstance(anime,str):

        return df[df.eng\_version == anime]

########## 2. GET\_SYNOPSIS

def getSynopsis(anime,path\_synopsis\_df):

    synopsis\_df = pd.read\_csv(path\_synopsis\_df)

    if isinstance(anime,int):

        return synopsis\_df[synopsis\_df.MAL\_ID == anime].sypnopsis.values[0]

    if isinstance(anime,str):

        return synopsis\_df[synopsis\_df.Name == anime].sypnopsis.values[0]

########## 3. CONTENT RECOMMENDATION

def find\_similar\_animes(name, path\_anime\_weights, path\_anime2anime\_encoded, path\_anime2anime\_decoded, path\_anime\_df, n=10, return\_dist=False, neg=False):

    # Load weights and encoded-decoded mappings

    anime\_weights = joblib.load(path\_anime\_weights)

    anime2anime\_encoded = joblib.load(path\_anime2anime\_encoded)

    anime2anime\_decoded = joblib.load(path\_anime2anime\_decoded)

    # Get the anime ID for the given name

    index = getAnimeFrame(name, path\_anime\_df).anime\_id.values[0]

    encoded\_index = anime2anime\_encoded.get(index)

    if encoded\_index is None:

        raise ValueError(f"Encoded index not found for anime ID: {index}")

    # Compute similarity distances

    weights = anime\_weights

    dists = np.dot(weights, weights[encoded\_index])  # Ensure weights[encoded\_index] is a 1D array

    sorted\_dists = np.argsort(dists)

    n = n + 1

    # Select closest or farthest based on 'neg' flag

    if neg:

        closest = sorted\_dists[:n]

    else:

        closest = sorted\_dists[-n:]

    # Return distances and closest indices if requested

    if return\_dist:

        return dists, closest

    # Build the similarity array

    SimilarityArr = []

    for close in closest:

        decoded\_id = anime2anime\_decoded.get(close)

        anime\_frame = getAnimeFrame(decoded\_id, path\_anime\_df)

        anime\_name = anime\_frame.eng\_version.values[0]

        genre = anime\_frame.Genres.values[0]

        similarity = dists[close]

        SimilarityArr.append({

            "anime\_id": decoded\_id,

            "name": anime\_name,

            "similarity": similarity,

            "genre": genre,

        })

    # Create a DataFrame with results and sort by similarity

    Frame = pd.DataFrame(SimilarityArr).sort\_values(by="similarity", ascending=False)

    return Frame[Frame.anime\_id != index].drop(['anime\_id'], axis=1)

######## 4. FIND\_SIMILAR\_USERS

def find\_similar\_users(item\_input , path\_user\_weights , path\_user2user\_encoded , path\_user2user\_decoded, n=10 , return\_dist=False,neg=False):

    try:

        user\_weights = joblib.load(path\_user\_weights)

        user2user\_encoded = joblib.load(path\_user2user\_encoded)

        user2user\_decoded = joblib.load(path\_user2user\_decoded)

        index=item\_input

        encoded\_index = user2user\_encoded.get(index)

        weights = user\_weights

        dists = np.dot(weights,weights[encoded\_index])

        sorted\_dists = np.argsort(dists)

        n=n+1

        if neg:

            closest = sorted\_dists[:n]

        else:

            closest = sorted\_dists[-n:]

        if return\_dist:

            return dists,closest

        SimilarityArr = []

        for close in closest:

            similarity = dists[close]

            if isinstance(item\_input,int):

                decoded\_id = user2user\_decoded.get(close)

                SimilarityArr.append({

                    "similar\_users" : decoded\_id,

                    "similarity" : similarity

                })

        similar\_users = pd.DataFrame(SimilarityArr).sort\_values(by="similarity",ascending=False)

        similar\_users = similar\_users[similar\_users.similar\_users != item\_input]

        return similar\_users

    except Exception as e:

        print("Error Occured",e)

################## 5. GET USER PREF

def get\_user\_preferences(user\_id , path\_rating\_df , path\_anime\_df ):

    rating\_df = pd.read\_csv(path\_rating\_df)

    df = pd.read\_csv(path\_anime\_df)

    animes\_watched\_by\_user = rating\_df[rating\_df.user\_id == user\_id]

    user\_rating\_percentile = np.percentile(animes\_watched\_by\_user.rating , 75)

    animes\_watched\_by\_user = animes\_watched\_by\_user[animes\_watched\_by\_user.rating >= user\_rating\_percentile]

    top\_animes\_user = (

        animes\_watched\_by\_user.sort\_values(by="rating" , ascending=False).anime\_id.values

    )

    anime\_df\_rows = df[df["anime\_id"].isin(top\_animes\_user)]

    anime\_df\_rows = anime\_df\_rows[["eng\_version","Genres"]]

    return anime\_df\_rows

######## 6. USER RECOMMENDATION

def get\_user\_recommendations(similar\_users , user\_pref ,path\_anime\_df , path\_synopsis\_df, path\_rating\_df, n=10):

    recommended\_animes = []

    anime\_list = []

    for user\_id in similar\_users.similar\_users.values:

        pref\_list = get\_user\_preferences(int(user\_id) , path\_rating\_df, path\_anime\_df)

        pref\_list = pref\_list[~pref\_list.eng\_version.isin(user\_pref.eng\_version.values)]

        if not pref\_list.empty:

            anime\_list.append(pref\_list.eng\_version.values)

    if anime\_list:

            anime\_list = pd.DataFrame(anime\_list)

            sorted\_list = pd.DataFrame(pd.Series(anime\_list.values.ravel()).value\_counts()).head(n)

            for i,anime\_name in enumerate(sorted\_list.index):

                n\_user\_pref = sorted\_list[sorted\_list.index == anime\_name].values[0][0]

                if isinstance(anime\_name,str):

                    frame = getAnimeFrame(anime\_name,path\_anime\_df)

                    anime\_id = frame.anime\_id.values[0]

                    genre = frame.Genres.values[0]

                    synopsis = getSynopsis(int(anime\_id),path\_synopsis\_df)

                    recommended\_animes.append({

                        "n" : n\_user\_pref,

                        "anime\_name" : anime\_name,

                        "Genres" : genre,

                        "Synopsis": synopsis

                    })

    return pd.DataFrame(recommended\_animes).head(n)

Now, create prediction\_pipeline.py inside pipeline diretory

use last function from annie.ipynb

from config.paths\_config import \*

from utils.helpers import \*

def hybrid\_recommendation(user\_id , user\_weight=0.5, content\_weight =0.5):

    ## User Recommndation

    similar\_users =find\_similar\_users(user\_id,USER\_WEIGHTS\_PATH,USER2USER\_ENCODED,USER2USER\_DECODED)

    user\_pref = get\_user\_preferences(user\_id,RATING\_DF, DF)

    user\_recommended\_animes =get\_user\_recommendations(similar\_users,user\_pref,DF, SYNOPSIS\_DF,RATING\_DF)

    user\_recommended\_anime\_list = user\_recommended\_animes["anime\_name"].tolist()

    #### Content recommendation

    content\_recommended\_animes = []

    for anime in user\_recommended\_anime\_list:

        similar\_animes = find\_similar\_animes(anime, ANIME\_WEIGHTS\_PATH, ANIME2ANIME\_ENCODED, ANIME2ANIME\_DECODED, DF)

        if similar\_animes is not None and not similar\_animes.empty:

            content\_recommended\_animes.extend(similar\_animes["name"].tolist())

        else:

            print(f"No similar anime found {anime}")

    combined\_scores = {}

    for anime in user\_recommended\_anime\_list:

        combined\_scores[anime] = combined\_scores.get(anime,0) + user\_weight

    for anime in content\_recommended\_animes:

        combined\_scores[anime] = combined\_scores.get(anime,0) + content\_weight

    sorted\_animes = sorted(combined\_scores.items() , key=lambda x:x[1] , reverse=True)

    return [anime for anime , score in sorted\_animes[:10]]